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## Writing Your First MIPS Code

// C code
$\mathrm{a}=10$
$\mathrm{~b}=20$

$\mathrm{c}=\mathrm{a}+\mathrm{b}$$\quad \Rightarrow \quad$| \# using instructions |
| :--- |
| li a, 10 |
| li b, 20 |
| add $\mathrm{c}, \mathrm{a}, \mathrm{b}$ |$\quad \Rightarrow \quad$| \# final MIPS Code |
| :--- |

## A MIPS Code Template

```
# Declare main as a global function
.globl main
# All program code is placed after the
# .text assembler directive
    .text
# The label 'main' represents the starting point
main:
    # YOUR CODE GOES HERE
        # Exit the program by means of a syscall.
        # by placing its code in $v0. The code for exit is "10"
        li $v0, 10 # exit syscall
        syscall
# All memory structures are placed after the
# .data assembler directive
    .data
# The .word assembler directive reserves space
# in memory for one or more 4-byte words
list: .word 1, 4, 8
```


## Running a MIPS Code

- Ideally one should execute on a MIPS hardware
- We will be using a free simulator tool: SPIM $^{1}$
${ }^{1}$ more specifically QtSPIM: http://spimsimulator.sourceforge.net/


## Running a MIPS Code

- Ideally one should execute on a MIPS hardware
- We will be using a free simulator tool: SPIM $^{1}$
- Name of the simulator is a reversal of the letters 'MIPS'
${ }^{1}$ more specifically QtSPIM: http://spimsimulator.sourceforge.net/


## Getting started with QtSPIM

## 3 primary sections: Register panel, Memory panel, \& Messages panel.



Copyright 1990-2012, James R. Larus. All Rights Reserved.
SPIM is distributed under a BSD license.
See the file README for a full copyright notice.

## Getting started with QtSPIM contd.

# Text tab in Memory panel shows the Program memory contents Data tab shows the contents of the Data memory space 

| Data | Text |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| Data |  |  |  |  |  | (0) 区 |
| User data segment [10000000] . . [10040000] [10000000]..[1003fffe] 00000000 |  |  |  |  |  |  |
| User Stack | [7fffifldc]. | [80000000] |  |  |  |  |
| [7ffff4dc] | 00000000 |  |  |  | - • • . |  |
| [7ffff4e0] | 00000000 | 7 fffffed | 7 fffffc 2 | 7 fffffb 7 | - • . . . . . . . . . . . . |  |
| [7ffff4f0] | $7 \mathrm{fffffa7}$ | 7fffff58 | 7 fffff 46 | 7ffffflc | . . X . . . . . . . . |  |
| [7Efff500] | $7 \mathrm{fffff0f}$ | 7ffff9ee | 7fffe9b4 | 7ffff980 | . |  |
| [7Efff510] | 7£fff95a | $7 \mathrm{ffff906}$ | 7fffe8d0 | 7ffff8a0 | Z |  |
| [7Efff520] | $7 \mathrm{ffff83a}$ | $7 \mathrm{ffff820}$ | $7 \mathrm{fffe80}$ | $7 \mathrm{ffff7} 7$ | - . . . . . . . . . |  |
| [7ffff530] | $7 \mathrm{ffff7e6}$ | $7 \mathrm{ffff7ad}$ | $7 \mathrm{fffe78e}$ | $7 \mathrm{ffff779}$ | . . . . . . . . . . . . y . |  |
| [7ffff540] | $7 \mathrm{ffff771}$ | 7fffe7Se | $7 \mathrm{fffe732}$ | 7fffe722 | q . . . . . . 2 . . . $=$ |  |
| [7Efff550] | $7 \mathrm{ffef6d0}$ | 7fffe66e | 7fffe64e | 7ffff643 | . . . n . . . N . . . C . |  |
| [7ffff560] | $7 \mathrm{ffff629}$ | $7 \mathrm{ffff607}$ | $7 \mathrm{ffff5ee}$ | $7 \mathrm{ffff5c9}$ | 1 . . . . . . . . |  |
| [7ffff570] | $7 \mathrm{ffff590}$ | $7 \mathrm{ffff57e}$ | 00000000 | 3d5f0000 | - . . ~ . . . . . |  |
| [7ffff580] | $7273752 f$ | 6e69622f | 7374712 f | 006d6970 | /usr/bin/qtspim |  |
| [7Efff590] | 50444c4f | $2 £ 3 \mathrm{~d} 4457$ | 656d6f68 | 68736a2f | $\bigcirc$ LDPWD=/home/jsh |  |
| [7Efff5a0] | 72656661 | $7469622 f$ | 6b637562 | $672 £ 7465$ | a fer/bittbucket/g |  |
| [7ffff5b0] | 69646172 | 32596760 | $5 f 323130$ | 6c6c6166 | rading - 2012 _fal1 |  |
| [7ffff5c0] | $7063655 f$ | 30373165 | 55415800 | $524 \mathrm{f4854}$ | _ ecpel70. XAUTHOR |  |
| [7ffff5d0] | 3d595449 | 6d6f682f | $736 \mathrm{a} 2 \mathrm{f65}$ | 65666168 | I $\mathrm{I} Y=/ \mathrm{homelil} j \mathrm{shafe}$ |  |
| [7Efff5e0] | 582 e 2 f 72 | 68747561 | 7469726 f | 4£430079 | r/. Xauthority.co |  |
| [7ffff5f0] | $54524 \mathrm{f4c}$ | 3d4d5245 | 6d6f6e67 | 65742d65 | LORTERM=gnome-te |  |
| [7ffff600] | 6 e 696 d 72 | 4 c 006 c 61 | 43535345 | 45534f4c | rminal. LESSCLOSE |  |
| [7ffff610] | 73752 f3d | $69622 f 72$ | 656c2f6e | 69707373 | =/usr/bin/lesspi |  |
| [7Effef620] | 25206570 | 73252073 | 47445800 | 5255435f | Pe \%s \%s.XDG_CUR |  |
| [7ffff630] | 544 e 4552 | $5345445 f$ | 504f544b | 696 e 553 d | RENT_DESKTOP=Uni |  |
| [7ffff640] | 44007974 | 4 c 505349 | 3a3d5941 | 454-0030 | t Y . D I SPIA $\mathrm{Y}=$ : 0. LE |  |
| [7ffff650] | $504 £ 5353$ | 7 c 3 d 4 e 45 | $73752 f 20$ | $69622 f 72$ | SSOPEN=1 /usr/bi |  |
| [7Efff660] | 656 c 2 f 6 e | 69707373 | 25206570 | 42440073 | n/lesspipe of S D B |  |
| [7Efff670] | $535 £ 5355$ | 49535345 | 425f4e4f | $415 £ 5355$ | US_SESSION_BUS_A |  |
| [7ffff680] | 45524444 | 753d5353 | 3a78696e | 74736261 |  |  |
| [7ffff690] | 74636172 | 6d742f3d | 62642 f 70 | 672 d 7375 | Iact $=/ \mathrm{tmp} / \mathrm{dbu} u \mathrm{~s}-\mathrm{g}$ |  |
| [7fffif6a0] | 53796255 | 6d364839 | 75672c63 | 373d6469 | U b y S 9 H 6 mc c, gu id $\mathrm{d}=7$ |  |
| [7Efff6b0] | 37393630 | 38666539 | 35323230 | 38303334 | 06979 ef 802254308 |  |
| [7ffff6c0] | 62333139 | 30656463 | 30303030 | 00313330 | 913 bc de 00000031 | $\cdots$ |

## QtSPIM Demo

- Save your MIPS code with .s or .asm extension
- Load your code in QtSPIM via 'Reinitialize and Load File' option
- Click on the play button to run your code


## Using QtSPIM Console

Consider the following C code fragment

```
int x = 10;
int y = 20;
printf("%d", x + y); // prints a integer
```


## Using QtSPIM Console contd.

```
.globl main
.text
main:
lw $t0, x
lw $t1, y
add $t3, $t0, $t1
li $v0, 1 # print_int syscall
move $a0, $t3
syscall
li $v0, 10 # exit syscall
syscall
.data
x: .word 10
y: .word 20
```

${ }^{1}$ SPIM syscalls: https://www.doc.ic.ac.uk/lab/secondyear/spim/node8.html

## Array and Loops

Consider the following C code fragment

```
int arr[] = {1, 5, 8, 10, 3};
int n = 5; // lenght of arr
int sum = 0;
int i = 0;
while (i != n) {
    sum = sum + arr[i];
    i = i + 1;
}
printf("%d", sum);
```


## Array and Loops contd.

Terminating condition rewritten
Array indexing replaced by pointer operation

```
int arr[] = {1, 5, 8, 10, 3};
int n = 5; // lenght of arr
int sum = 0;
int i = 0;
while (n != 0) {
    sum = sum + *(arr + i); // pointer arithmetic
    i = i + 1;
    n = n - 1;
}
printf("%d", sum);
```


## Array and Loops contd.

The while loop is converted to do...while assuming $n>0$ int $\operatorname{arr}[]=\{1,5,8,10,3\}$;
int $\mathrm{n}=5$; // lenght of arr
int sum = 0;
int $\mathrm{i}=0$;
do \{

$$
\begin{aligned}
& \text { sum }=\operatorname{sum}+*(\operatorname{arr}+i) ; / / \text { pointer arithmetic } \\
& i=i+1 ; \\
& \mathrm{n}=\mathrm{n}-1 ;
\end{aligned}
$$

\} while ( $\mathrm{n}!=0$ ); // assume $n>0$ printf("\%d", sum);

## Array and Loops contd.

Utility of the index variable $i$ is substituted with pointer shifting int $\operatorname{arr}[]=\{1,5,8,10,3\}$;
int $\mathrm{n}=5$; // lenght of arr
int sum = 0;
int *p = arr; // base address
do \{

```
sum \(=\) sum + *p;
\(\mathrm{p}=\mathrm{p}+1 ; / /\) pointer arithmetic
\(\mathrm{n}=\mathrm{n}-1\);
```

\} while ( $\mathrm{n} \quad \mathrm{l}=0$ ) ; // assume $n>0$
printf("\%d", sum);

## Array and Loops contd.

```
.globl main
.data
arr: .word 1, 5, 8, 10, 3
n: .word 5
    .text
main:
    la $t0, arr # p
    lw $t1, n
    li $t2, 0 # sum
loop:
    lw $t4, 0($t0) # *p
    add $t2, $t2, $t4 # sum = sum + *p
    addi $t0, $t0, 4 # incrementing p, integers are 4 byte long
    addi $t1, $t1, -1 # n = n - 1
    bne $t1, $0, loop
    li $v0, 1 # print_int syscall
    move $a0, $t2 # copy sum
    syscall
```


## Scaling by $2^{k}$ Efficiently

- Computing $2^{20}$

$$
\begin{aligned}
& / / C \text { code } \\
& \mathrm{x}=1 \ll 20
\end{aligned}
$$
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## Scaling by $2^{k}$ Efficiently

- Computing $2^{20}$

$$
\begin{aligned}
& / / C \text { code } \\
& \mathrm{x}=1 \ll 20
\end{aligned}
$$

\# using MIPS

$$
\text { li \$t0, } 1 \text { \# load } 1
$$

$$
\text { sll \$t0, \$t0, } 20
$$

$$
\text { \# shift left by } 20 \text { places }
$$

- computing $n \times 2^{10}$

$$
\begin{aligned}
& \text { // C code } \\
& \mathrm{x}=\mathrm{n} \ll 10
\end{aligned}
$$

- computing $\left\lfloor n / 2^{4}\right\rfloor$

$$
\begin{aligned}
& / / C \text { code } \\
& x=n \gg 4
\end{aligned}
$$

## Bitwise Operation and Masking

- Bitwise and operation
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## Bitwise Operation and Masking

- Bitwise and operation


Getting i-th bit:x \& (1 << i)

- Bitwise or operation


Setting i-th bit:x | (1 << i)

- Ex. What happens with n \& ( $\mathrm{n}-1$ )?

[^0]
## Bitwise Operation and Masking contd.

- The xor operation

EX-OR (X-OR) Gate Truth Table

| Inputs |  | $\begin{array}{c}\text { Output } \\ X=A ~\end{array}$ B |
| :---: | :---: | :---: |$)$ B $\quad 0 \quad 0$
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## Bitwise Operation and Masking contd.

- The xor operation

EX-OR (X-OR) Gate Truth Table
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- Ex. What is output of: $\mathrm{n}^{~} 0 \mathrm{x} 55555555$ ?


## Bitwise Operation and Masking contd.

- The xor operation

EX-OR (X-OR) Gate Truth Table

| Inputs |  | Output <br> $X=A \oplus B$ |
| :---: | :---: | :---: |
| A | B |  |
| 0 | 0 | 0 |
| 0 | 1 | 1 |
| 1 | 0 | 1 |
| 1 | 1 | 0 |

Notice that: $X \oplus 0=X$ and $X \oplus 1=\bar{X}$

- Bitwise xor operation

Flipping i-th bit:x - (1 << i)

- Ex. What is output of: $n$ - OxAAAAAAAA?
- Ex. What is output of: $\mathrm{n}^{~-~} 0 x 55555555$ ?
- Ex. What is output of: $n$ - 0xFFFFFFFF?
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## Bitwise Operation and Masking contd.

- Getting NOTHING out of anything: $X \oplus X=0$
${ }^{1}$ image src: https://en.wikipedia.org/wiki/XOR_swap_algorithm


## Bitwise Operation and Masking contd.

- Getting NOTHING out of anything: $X \oplus X=0$
- Swapping values of two variables

[^2]
## Bitwise Operation and Masking contd.

- Getting NOTHING out of anything: $X \oplus X=0$
- Swapping values of two variables

| Operation | Meaning | $\frac{x}{1010 \oplus 0011=1001 \rightarrow x}$ |  |
| :--- | :--- | :--- | :--- |
| $a=a \oplus b$ | $a=A \oplus B$ | $1001 \oplus 0011=1010 \rightarrow y$ |  |
| $b=b \oplus a$ | $b=B \oplus(A \oplus B)=A$ |  | $1001 \oplus 1010=0011 \rightarrow x$ |
| $a=a \oplus b$ | $a=(A \oplus B) \oplus A=B$ | 00111010 |  |

[^3]
## Assignment 3 (informally)

## Question 2

Devise an efficient way to obtain 1's complement of an integer. You are restricted from specifying any constant explicitly (cannot do $X \oplus-1$ ).
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## Assignment 3 (informally)

## Question 2

Devise an efficient way to obtain 1's complement of an integer. You are restricted from specifying any constant explicitly (cannot do $X \oplus-1$ ).

## Question 3

Load a constant value without specifying any constant explicitly.

## Question 4

Count the number of 1 s in an integer.

## Question 5

Suppose there are $n$ distinct integers all in the closed interval of $[0, n]$, that is only one number is absent, and all others occur exactly once. Your task is to find the missing number efficiently.


[^0]:    $1^{1}$ image src: https://icarus.cs.weber.edu/~dab/cs1410/textbook/2.Core/bitops.html

[^1]:    ${ }^{1}$ image src: https://en.wikipedia.org/wiki/XOR_swap_algorithm
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[^3]:    ${ }^{1}$ image src: https://en.wikipedia.org/wiki/XOR_swap_algorithm

